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Variables and screen output/input
How to use variables and message boxes by Mike Mee.

In my first article, I covered the recording and 
editing of macros. In this article, I will show you 
the next steps, which is the use of variables (and 
constants), followed by displaying information 
to, and getting it from, the end user.

What are variables and constants?
Variables are used in programming languages 
to store values. They are areas of memory 
that, in this case, VBA, can use to store values, 
such as a user’s name, their age, or their ISTC 
Membership number.

In VBA, there are two types available: 
variables and constants. Variables, as their 
name suggests, can have their contents 
changed, whereas constants have a value 
assigned, and the code cannot change it.

Defining variables
Each variable is defined – that is, given an area of 
memory to exist – by the use of the Dim command 
in VBA. The name of the variable is inserted after 
the Dim command, like this example:

Dim [VariableName]

In other languages based around BASIC, this 
is normally all you would need to type. The 
variable will exist in memory and you can store 
whatever you like inside it.

However, VBA can define variables to hold 
particular types of data only. Without adding 
a data type (as per the above example), your 
variable has become a variant data type because 
it can store anything you want inside it.

You can define what type of data you want 

to store in this new variable, by defining its data 
type. The data type is specified after the new 
variable’s name, as shown in this example:

Dim [VariableName] As [TypeOfVariable]

VBA provides a number of data types you can use 
for variables, see Table 1.

Variable names must start with a letter. They 
can be as long as 40 characters but can contain 
only letters, numerals, and the underscore (_). 
However, VBA-reserved words (such as function 
names or statements) are not available to use as 
variable names. For example, you cannot use Dim 
as a variable name, because it already exists as a 
function.

Examples of variables
Using some of the above data types in Table 1, 
here are some variable name examples:

Dim strName As String 
Dim intMembershipNum As Integer 
Dim bolISTCMember As Boolean

These variables now exist in memory and VBA 
knows what it can store inside them. I will be 
using these variables in the input/output section 
of this article later.

Defining your constants
Defining a constant is similar to the method for 
defining variables, but you must include the value 
that the constant will permanently hold.

Table 1. Types of variables 
Variable Type What can be stored in it

Boolean True or False values.

Byte 0 to 255.

Integer 32,768 to +32,768.

Long Values can be from approximately -2 billion to +2 billion.

Currency Decimal numbers with as many as 19 digits.

Single Single-precision, floating-point numbers.

Double Double-precision, floating-point numbers.

Date A date or time value.

String Text

Object Any object, such as a Word document or a window.

Variant A generic number or string.

Note: Single or Double variables are more useful in Excel than Word. Figure 1. Tips for naming variables

Naming conventions

Out of habit, I define my variables along the lines 
of the Leszynski naming convention which makes 
it easier to read and/or debug your code. I prefix 
each variable name with a three-letter code, 
which matches the type of variable.

Whenever I see strName in my code, 
I know that it is a string variable and 
intMembershipNumber will only allow 
integers.

However, if you prefer to use your own naming 
scheme, go with that, although I would try to 
avoid using single letters to define a variable 
name. Trying to work out if the variable named ‘a‘ 
represents a string, an integer or a Boolean would 
be painful in larger macros. http://en.wikipedia.
org/wiki/Leszynski_naming_convention#The_
LNC_Tags_for_VBA_Variables
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For example, you need to store the value for the 
version number of your program. You know that 
this value is not going to change, not until you 
release a new version, so you can define it as such:

Const strVersionNum As String = "Alpha"

A constant uses Const whereas a variable 
uses Dim. The above example will never change 
whilst the code is running. You cannot alter it 
on the fly, so wherever you use it in your code, 
it will always contain the word ‘Alpha’.

The same rules apply to defining constants 
as they do for variables. If you try to define 
a constant as a string, you will not be able to 
store an integer in it. As an example, here is 
an incorrect definition of a constant:

Const strVersionNum As Integer = 
"Alpha"

The VBA Editor will complain as soon as you 
press Enter to submit that line of code because 
you are trying to store a string inside an integer.

Word’s built-in constants
Within VBA, there are constants that you can 
use that are built-in. They generally help to 
make your code readable.

To access all of the built-in constants, you 
have to use the Object Browser function whilst 
you are in the VBA Editor. Either press F2 or 
click on View > Object Browser.

The Object Browser will give you the 
background on any of the constants that are 
available for you to use or examine. However, 
it does not just cover the constants that are 
built-in. Explaining what it will show you is out 
of the range of this article, so I will upload a 
more expansive view onto the ISTC website.

The Object Browser shows you the direct 
value of the constant in the small window 
underneath. In the example above, I have 
selected the built-in constant wdYellow. This 
is because, in the last article, you changed the 
colour of the text to yellow. You can see that 
wdYellow is a member of the WdColorIndex 
class, which also holds all of the other 
standard colours available. The colours and 
their associated constants appear in the larger 
window below.

You could, if you wanted to, return to your 
original macro, and change the code so that 
wdYellow is now wdPink, see Figure 3. Re-run 
it to change the text from yellow to pink.

Switching on Option Explicit
Before I move on to screen input and output, 
one last tip for tidy macro coding is to switch 
on VBA’s Option Explicit option.

This allows VBA to ensure that you define 
every variable prior to its use. If you refer to 

the variable strName before VBA has found a 
matching Dim definition for it, it will stop the 
macro at that point with an error message.

This error will also crop up if you have 
defined the strName within a module, but 
then tried to use it elsewhere. See the previous 
section: ‘Where to set up your variables’.

You can switch on Option Explicit at module 
level, by typing in Option Explicit at the top 
of every module you use.

Alternatively, you can switch it on at project 
level so that VBA automatically adds it to each 
module by selecting the Require Variable 
Declaration option which is under Tools > 
Options > Editor within the VBA Editor.

Screen output and input
As I will not be covering the use of your own 
custom designed forms for some time to come 
in these articles, the second half of this issue’s 
article will cover message and input boxes.

These methods are the easiest way to either 
display a message to the user or request some 
input from them – hence their names.

Figure 3. Amended code example from Communicator Summer 2015

Figure 2. Object Browser

Sub MyFirstMacro()

' 
' MyFirstMacro Macro 
' 
	 Selection.WholeStory 
	 Selection.ParagraphFormat.Alignment = 
		  wdAlignParagraphRight 
	 Selection.Font.Size = 20 
	 Selection.Range.HighlightColorIndex = wdPink 
	 Selection.Font.Bold = True 
End Sub
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(the full source code is also available on the website).

Message boxes
First, I will cover message boxes. These take 
the form of a simple dialog that appears in the 
centre of your screen. The user reads the text 
inside the message box and then clicks one of 
the button(s) available.

The simplest example is one that just displays 
a message and the end user clicks the OK button.

Sub Display_Message() 
	 Msgbox “Hello World!” 
End Sub

The above example will display the message 
within a message box dialog. The user cannot 
remove this dialog (known as a modal dialog) 
without clicking on the OK button that appears.

This could be useful, for example, in those 
situations when your macro has completed and 
you need to alert the user that the process has 
finished. Alternatively, you could use it as part 
of your debugging process by adding message 
boxes before and after a function to show the 
contents of variables used.

You can change the type of icon displayed 
inside the message box, by adding an additional 
parameter after your text message:

MsgBox "Hello World!", vbExclamation

In this example, you see the same ‘Hello World’ 
message on-screen, but instead the icon is now 
an exclamation mark.

There are several built-in constants in VBA 
that you can use, along with your message box, 
see Table 2.

Input boxes
The input box is similar to the message box in 
how it appears on screen, but you can ask the 
user to enter some information. The result is 
stored in a variable, so that you can examine 
the content afterwards.

Sub GetName() 
	 Dim strName As String
        strName = InputBox ("Enter your name") 
	 MsgBox "You entered: " & strName 
End Sub

Word VBA macro tips

In the above example, I created a variable called 
strName, and then displayed an input box 
asking the user to ‘Enter your name’. As soon as 
the user presses Enter, or clicks the OK button, 
whatever they have typed into the input box is 
now stored in strName. I can then display what 
the user entered via a message box.

Simple variable checking
Note: This topic will be covered in more detail in 
the next article. For now, I will cover some of the 
simpler functionality so that you can quickly test 
a response received from a message box or an 
input box.

VBA, as with all variants of the BASIC 
language, has the ability to examine the values 
of variables and constants. This can be done via 
the If and Then commands.

Using these commands you can test the 
contents of a variable and If x is a particular 
value, Then do something.

For example, you might want to check that your 
end user has entered something into strName 
after the InputBox asked them a question.

If strName = "" Then 
	 MsgBox "Nothing was entered." 
End If

The code above is checking that the variable 
strName has nothing in it at all. This could be 
due to the end user either typing nothing at the 
prompt and clicking Enter, or clicking on the 
Cancel button.

Similarly, with message boxes, you can test 
the value of the button clicked. This will also be 
covered in the next article.

The end result
To end this article, the code example in Figure 4 
will show how you can use variables, constants, 
message and input boxes. I have added a bit of 
an ISTC branding to it. C
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Table 2. Built-in constants
Constant Icon

vbCritical

vbQuestion

vbExclamation

vbInformation

https://twitter.com/Mug_UK
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Figure 4. A msgbox, inputbox and variable example.

Sub GetMemberDetails()

Dim strName As String 
Dim intMembershipNum As Integer 
Dim bolISTCMember As Boolean

' First we set up the Boolean to determine the validity of the ISTC member 
bolISTCMember = True

' Display the welcome message 
MsgBox "Welcome to ISTC. Please enter your name and membership number to continue.", vbInformation

' Ask their name 
strName = InputBox("Enter your name")

' If nothing is entered, then we must assume they're not genuine ISTC members 
If strName = "" Then 
	 MsgBox "No name was entered.", vbCritical 
	 bolISTCMember = False 
End If

' Ask for their ISTC Membership number 
intMembershipNum = InputBox("Enter your ISTC Membership number")

' If nothing is entered, then we must assume they're not genuine ISTC members 
If intMembershipNum = "" Then 
	 MsgBox "No ISTC Membership number was entered.", vbCritical 
	 bolISTCMember = False 
End If

' If they've entered both sets of details, we assume they're genuine. 
If bolISTCMember = True Then 
	 MsgBox "Welcome to ISTC, " & strName & "!", vbInformation 
Else 
	 MsgBox "Either your name or your membership number were not recognised.", vbCritical 
End If

End Sub

http://www.3di-info.com
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